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Foreword

This is the second year for publication of the Johnson
Space Center (JSC) Research and Development Annual
Report (RADAR), which serves as a complement to the
Research and Technology Annual Report (RTAR). The
encouraging comments we received on the first report
affirmed the need for this document as an effective
mechanism for communicating JSC’s accomplishments in
the areas of research and technology development.

In the past year, the Agency has developed a new
strategic plan. NASA’s plan implements our mission and
continues to satisfy our customers through five strategic
enterprises: Mission to Planet Earth, Aeronautics, Human
Exploration and Development of Space, Scientific
Research, and Space Technology. One key feature of
these enterprises is the contribution to the quality of life
on Earth made by knowledge acquired and technology
developed as a result of the exploration of space and study
of the evolution of life.

Through advanced research and technology efforts,
each of NASA’s strategic enterprises contributes
significantly to our international competitiveness. In turn,
these contributions stimulate the economy by developing
advanced products and processes for the market place.
NASA has developed initiatives that focus on working
with the private sector to jointly develop and
commercialize new technologies. NASA Administrator
Dan Goldin has stated that “Technology transfer is a
fundamental mission—it is as important as any other
mission—and it must be pursued.”

NASA is reassessing, reasserting, and redefining how
it works with industry to accelerate the commercialization
of its technology. Specifically at JSC, the Center
Director, Dr. Carolyn Huntoon, has stated that “you will
see us initiating and participating in dual-development
consortia, industrial partnerships, regional alliances, small
business development, commercial technology
acquisition, and fast track mechanisms.”

One of J1SC’s continuing strategic goals is to
strengthen the Center as a recognized world-class
technical and scientific organization in the conduct of
space research and exploration. A key to our success in
this, in terms of both excellence in research and
technology development and the transfer of that data and
technology to the private sector, is enhancing our
communication with academia and industry. Because of
this, we are committed to publishing the results of our
work. Your comments and suggestions are an integral
part of that process. Please forward them to me via fax at
(713) 244-8452 or by phone at (713) 483-0695.

CHief Technologist
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Applications of Advanced Pattern Classification Methods to Control Center Automation

Robert O. Shelton
Johnson Space Center/PT

Introduction

Over the past several years, the Software Technology
branch (STB) has maintained a state-of-the-art program of
research and development in the general area of Adv-
anced Software Architectures (ASAs), a broad area
including neural networks, fuzzy logic, signal and image
processing, and genetic algorithms. This research has led
to a number of papers and patents as well as popular
software products such as NETS and Splicer. The subject
of this report is an application that has rapidly moved
these methods from the laboratory into the Mission
Control Center (MCC) as tools for flight controllers.

Problem Statement/Description

In the MCC, controllers visually monitor critical
systems on the Space Shuttle Orbiter by means of paper
strip chart displays. In some cases, such as that of the
Electrical Generation and Integrated Loading (EGIL)
system (fig. 1), the controllers must recognize signatures
of various events by inspection of the strip chart in order
to track the state of the system, i.e., which loads are
present at any given time.

With the introduction of the Real-Time Data System
(RTDS) which makes over 7500 shuttle telemetry chan-
nels available on conventional workstations at JSC as well
as other NASA centers, it is now possible for researchers
to tap into real-time data in order to develop advanced
automation techniques with real, live data. To facilitate
the application of advanced software technology to issues
of control center automation, it was decided that a tool kit
for pattern recognition would be assembled. This set of
tools would include software for data acquisition, man-
agement of training/test databases, pattern recognition,
event detection, signal processing, and application
configuration. The applications spawned from the basic
tool box would be tailored to specific flight control
disciplines, would run on RTDS workstations (including
those in the control center), and identify signatures in real
time.

Approach

As a first test of the concepts, the EGIL flight control
discipline was selected as the target domain for an initial
prototype application. The EGIL signatures provide an
ideal situation in which advanced pattern recognition
methods could be tested and, if successful, contribute
significantly to improved efficiency and safety in an

1-3

operations environment. To this end, a team was assem-
bled in late 1992 to build the prototype EGIL application.
The initial prototype would subsequently be generalized
to form the nucleus of the tool kit. In particular, the EGIL
application, which accesses electrical power utilization
information using RTDS services, includes a screening
algorithm that captures events and several pattern recog-
nition algorithms that process these events. The algo-
rithms tested to date include cross correlation, a Bayesian
classifier, a back-propagation neural network classifier, a
“binary” neural network, and a basis function classifier.
This application has run in the MCC as well as on distri-
buted RTDS workstations during six shuttle flights. The
classification methods are evaluated post-flight by compa-
rison with controller logs and consultation with EGIL
controllers. During the course of the development of the
EGIL application three techniques (the Bayesian classi-
fier, the neural network, and the basis function classifier)
emerged as viable candidates for on-line processing of
EGIL signatures achieving percent correct scores that
improved from the low 70’s to the current mark, which is
in the mid 90’s.

Consistent with the original thrust of the project, the
initial architecture has been generalized to provide the
capability of generating discipline-specific applications.
The basic form of the tool kit is the “plug-in module”
architecture which allows application developers to write
or select existing software modules and generate the
desired application by specifying a data flow graph. The
plug-in architecture has been used to construct the latest
version of the EGIL application and a new application to
do spectral analysis of accelerometer output from inertial
platforms.

The tool kit ts not a showcase for any particular tech-
nology, but is sufficiently generic to provide a framework
for multiple signal identification methods to be applied to
any set of channels supplied by RTDS. To this end, the
techniques listed above have been tried and evaluated,
with the results documented in post-flight reports. The
methods that have been implemented range from the
classical cross-correlation algorithm which essentially
matches the incoming signal against stored templates to a
Bayesian classifier using hand-coded feature extraction,
to several purely data-driven methods—the neural net-
work approaches. All of these methods have character-
istics which make them desirable in some ways and
undesirable in others, and it is clear now that the method
used for a final MCC application would include
components from neural networks, statistical classifiers
(the Bayesian approach) and some sort of nearest

Computer Hardware and Software

PRECEDING PAQE BIAMY WO % v



neighbor scheme such as cross correlation. By providing
for the construction of hybrid techniques the strengths of
each method can be exploited to yield the best possible
end application.

The core application was built by David Hammen
(The MITRE Corporation) and Dr. Robert Shelton (STB).
Important contributions were provided by Dr. Philip Laird
(ARC), Ron Saul (Recom Technologies, Mountain View
CA)), Dr. Travis Moebes (SAIC Houston), and two STB
co-op students, Robert Jones and Robin Benedetti. The
team reported directly to Chris Culbert (STB) and Linda
Perrine (MOD) in weekly meetings.

Because the project was built from multiple software
modules from various sources, an informal but strict
system of configuration management was adopted. Early
on, the outlines of the final tool kit and the interfaces
between components were established. Since the project
involved researchers from two centers in geographically

current (Amps)

0 1 2

time (secs)

3

separate locations, electronic mail, teleconferences, fax
and internet remote login capabilities were used
extensively.

Results

Given the success of the prototype EGIL application,
this project will extend in two directions during the next
year. Along one path, the EGIL application will be
improved to include more signatures, and increase the
accuracy of identification to a target percentage in the
high 90’s. The second path will involve the application of
the basic tool kit to other MCC disciplines. Work has
already begun on the latter path, where an application is
being developed to help the Guidance, Navigation, and
Control flight controllers analyze inertial measurement
unit behavior.

Cabin Fan

—O—— Water Loop

. Prop Valve

. 0.0.4 000000040000 0:0000¢00%2000.0.0,,00,400%00000-004

4 5 6

Figure 1. Sample electrical equipment activation signatures.
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C Language Integrated Production System (CLIPS)

Gary Riley and Brian Donnell
Johnson Space Center/PT

Conventional programming languages, such as FOR-
TRAN and C, are designed and optimized tor the proce-
dural manipulation of data (such as numbers and arrays).
Humans, however, often solve complex problems using
very abstract, symbolic approaches which are not well
suited for implementation in conventional languages.
Although abstract information can be modeled in these
languages, considerable programming effort is required to
transform the information to a format usable with
procedural programming paradigms.

One of the results of research in the area of artificial
intelligence has been the development of techniques
which allow the modeling of information at higher levels
of abstraction. These techniques are embodied in lan-
guages or tools which allow programs to be built that
closely resemble human logic in their implementation and
are therefore easier to develop and maintain. These pro-
grams, which emulate human expertise in well defined
problem domains, are called expert systems. The poten-
tial payoft from expert systems is high: valuable exper-
tise can be captured and preserved, repetitive and/or
mundane tasks requiring human expertise can be auto-
mated. and uniformity can be applied in decision-making
processes. The availability of expert system tools has
greatly reduced the effort and cost involved in developing
an expert system and an entire industry has grown to
support the development of these types of specialized
tools.

Despite the wide variety of expert system tools avail-
able, expert systems had generally failed to make a major
impact in application environments by the mid 1980s. In
part, this failure was caused by a lack of options for
deploying expert system applications within conventional
computing environments. To solve this problem, the
Software Technology Branch at JSC developed the initial
version of the C Language Integrated Production System
(CLIPS) in 1985. CLIPS was designed to address several
issues key to NASA. Among these were the ability to run
on a wide variety of conventional hardware platforms, the
ability to be integrated with and embedded within conven-
tional software systems, and the ability to provide low
cost options for the development and delivery of expert
systems. At the time of its development, CLIPS was one
of the few tools that was written in C and capable of

running on a wide variety of conventional platforms.
CLIPS is a continually evolving product with new fea-
tures and capabilities added on a regular basis. The latest
version of CLIPS, version 6.0, was released in May of
1993. Machine specific interfaces have been developed
for Apple Macintosh, Microsoft Windows, and X Win-
dow environments. Figure 1 shows the CLIPS interface
for the Macintosh computer. A version of CLIPS written
completely in Ada, CLIPS/Ada, has also been developed.
Although originally developed to aid in the
construction of acrospace-related expert systems, CLIPS
has become a shining example of NASA’s technology
transfer program with over 5,000 users worldwide. In
addition to its widespread use throughout NASA, the
military, and numerous Federal bureaus and agencies,
CLIPS is also widely used throughout industry and
academia. CLIPS has been made available to the general
public for a nominal fee through the Computer Software
Management and Information Center, the distribution
point for NASA software. At Cornell University, CLIPS
was used to develop decision support systems to help in
the management of dairy herds. At California Poly-
technic State University, CLIPS was used to develop
software which automates the complicated and costly
process of consultation and revision among architects,
structural engineers, and other specialists involved in
home or office building design. At Cray Research, Inc.,
CLIPS was used to develop an expert system for the
diagnosis and repair of the Cray-3 supercomputer. At
Clarity Software, Inc., CLIPS was used to develop a
“smart” mail program to help users manage their
electronic mail. At the law firm of Brooke & Brooke,
CLIPS is used to decide which facts from a casefile are
most pertinent and should be included in a legal pleading
for the court. Because the CLIPS source code is readily
available, numerous groups have saved years of
development time by using CLIPS as the basis for their
own expert system tools. To date, three commercially
available tools have been derived from CLIPS. In
general, the development of CLIPS has helped to improve
the ability to deliver expert system technology throughout
the public and private sectors for a wide range of
applications and diverse computing environments.
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CONFIG—Integrated Engineering of Systems and Operations

Jane T. Malin
Johnson Space Center/ER

Abstract

CONFIG 3 is a prototype software tool that supports
integrated conceptual design evaluation early in the prod-
uct life cycle. It supports isolated or integrated modeling,
simulation, and analysis of the function, structure, behav-
ior, failures, and operation of system designs. Integration
and reuse of models is supported in an object-oriented
environment providing capabilities for graph analysis and
discrete event simulation. Integration is supported among
diverse modeling approaches (component view, configu-
ration or flow path view, and procedure view) and diverse
simulation and analysis approaches. Diverse design
domains, including mechanical and electro-mechanical
systems, distributed computer systems, and chemical
processing systems. are provided for integrated engineer-
ing support.

Introduction

The core of engineering design and evaluation is
analysis of physical design. Thus, today’s computer-
aided engineering software packages often do not provide
for conceptual design evaluation early in the life cycle or
for engineering for operation, fault management, or sup-
portability (reliability and maintainability). Benefits of
engineering for operations and supportability include
more robust systems that meet customer needs better and
that are easier to operate, maintain and repair. Benefits of
concurrent engineering include reduced costs and short-
ened time for system development. Integrated modeling
and analysis of system function, structure, behavior,
failures, and operation is needed early in the life cycle.

Problem

Conventional system modeling approaches are not
well suited for evaluating conceptual designs early in the
system life cycle because they require more knowledge of
geometric or performance parameters than is usually
available early in design. More abstract models can sup-
port early conceptual design definition and evaluation,
and also remain useful for some later analyses. Compo-
nent-connection models provide one such useful abstrac-
tion, and discrete events another. Discrete event
simulation technology combines both abstractions, for
evaluation of conceptual designs of equipment configura-
tions in operations research.’ CONFIG uses these
abstractions, with some enhancements, to define and
cvaluate conceptual designs for several types of systems.

The initial CONFIG project goal was to support
simutation studies for design of automated diagnostic

software for new life-support systems®. The problem was
to design an “expert system” on-line troubleshooter
before there was an expert. The design engineer could
use a model of the system to support what-if analyses of
failure propagation, interaction, observability, and test-
ability. This activity is similar to failure modes and
effects analysis®, but uses comparative simulations of
failure effects to develop diagnostic software. Conven-
tional simulation software was not up to this challenge,
but discrete event simulation software has been.
CONFIG supports the use of qualitative models for
applying discrete event simulation to continuous systems.

CONFIG Goals

A major design goal for CONFIG is to support con-
ceptual design for operations and safety engineering.
Major tasks in conceptual design are design definition,
evaluation (by simulation and analysis), and documenta-
tion. Operations engineering focuses on the design of
systems and procedures for operating, controlling, and
managing the system in normal or faulty conditions.
Safety engineering focuses on prevention of hazardous
effects and conditions in the physical system or its opera-
tion. In these types of engineering, complex interactions
and interfaces among system components and operations
must be emphasized.

Another design goal of CONFIG is to bridge the gaps
between physical design engineering and other types of
engineering. Component-connection representations are
well suited for modeling and defining physical system
designs (as structures of interacting components) and op-
erations designs (as structures of interacting actions), as
well as interactions between system components and
operational actions. Discrete event models have been
used for this type of modeling for queueing and schedul-
ing problems, but can be extended to support conceptual
modeling in operations and safety engineering. This type
of modeling is also compatible with systems engineering
function diagrams.'

Approach

The CONFIG 3 project approach has been to
incrementally integrate advanced modeling and analysis
technology with more conventional technology. The
prototype integrates qualitative modeling, discrete event
simulation, and directed graph analysis technologies for
use in analyzing normal and faulty behaviors of dynamic
systems and their operations. The prototype has been
designed for modularity, portability and extensibility. A
generic directed graph element design has been used to
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standardize model element designs and to promote
extensibility. This directed graph framework supports
integration of levels of modeling abstraction and
integration of alternative types of model elements.

Enhanced Discrete Event Simulation Capabilities

In traditional discrete event modeling and simulation,
state changes in a system’s entities, called events, occur
discretely rather than continuously, at nonuniform inter-
vals of time. Throughout simulation, new events are
added to an event list that contains records of events and
the times they are scheduled to occur. Simulation pro-
cessing jumps from one event to the next, rather than
occurring at a regular time interval. Computation that
results in creation of new events is localized in compo-
nents, which are connected in a network. Any simulation
run produces a particular history of the states of the sys-
tem. Statistical simulation experiments, using random
variables in repeated simulation runs, are used to compare
design alternatives.

To enhance this discrete event simulation approach to
accommodate continuous systems, a number of new con-
cepts and methods were developed. These include com-
ponent models with operating modes, types of links
connecting components (“relations” and “variable clus-
ters™), state transition structures (“‘processes”), methods
for representing qualitative and quantitative functions
(“process language™), and a new simulation control
approach.

Digraph Analysis Capabilities

The CONFIG Digraph Analyzer (DGA) makes graph
analysis techniques available for evaluating conceptual
designs of systems and their operations. The DGA is
based on reachability search, and is implemented
generically for application to the many types of graph
data structures in CONFIG. DGA can support analyses of
completeness, consistency, and modularity. Analysis of
failure sources and impacts can be done by tracing the
paths from a given failure.

System Modeling

Devices are the basic components of a CONFIG
system model, connected together in topological model
structures with relations. Device behavior is defined in
operating and failure modes, which contain mode
dependent and mode transition processes. Modes are
connected in a mode transition digraph which delineates
the transition dependencies among the individual modes.

Device processes define change events in device var-
iables, and are conditionally invoked and executed with
appropriate delays during a simulation. Processes define
time-related behavioral effects of changes to device input
variables, both direction of change and the new discrete

Computer Hardware and Software

value that will be reached, possibly after a delay. Faults
and failures can be modeled in two distinctly different
ways. Failure modes can be used to model device faults.
Mode-transition processes can be used to model latent
device failures that cause unintended mode changes.
Relations connect devices via their variables, so that state
changes can propagate along these relations during
simulations. Related variables are organized into variable
clusters, to separate types of relations by domain (e.g.,
electrical vs. fluid connections). Relations can also con-
nect devices with device-controlling activities in opera-
tions models.

Flow Path Modeling

Flow is a property of many systems, whether the
substance flowing is a liquid or information. There are
two difficulties in modeling flows with local device
processes. First, flow is a global property of the topology
of the modeled system and the substances flowing within
it. Second, while dynamic changes in system structure
and flow can occur during operations, process
descriptions involving flow must often rely on
assumptions of static system topology. These factors
would limit the reusability of device descriptions to a
limited set of system structures.

A flow-path management module (FPMM) has been
implemented to address these problems. The FPMM is
separate from the module implementing local device
behavior, but the two modules are interfaced via flow-
related state variables in the devices. When FPMM is
notified during simulation of a local change in device
state, it recomputes the global effects on flows produced
by the local state change. The FPMM then updates the
state of flow in all affected devices. This design permits
the user 1o write reusable local device process
descriptions that do not depend on any assumptions
concerning the system topology.

FPMM uses a simplified representation of the
system, as a collection of aggregate objects, or “circuits.”
Further abstraction is achieved by identifying serial and
parallel clusters in the circuit.® In many cases,
configuration determination alone is sufficient to verify
flow/effort path designs, to establish flow paths for a
continuous simulation, for reconfiguration planning, and
for troubleshooting analysis (see Ref. 2 on cluster-based
design of procedures for diagnosis, test, repair, and work-
around in a system).

Operations Modeling

Activities are the basic components of a CONFIG
operations model, and are connected together in action
structures with relations. They represent procedures or
protocols that interact with the system to control and use
it to achieve goals or functions. Each activity model can
include specifications for what it is intended to achieve or



maintain. Activity behavior is controlled in a sequence of
phases, ending in an evaluation of results. Activity
behavior is defined by processes that model direct etfects
of actions, or that control device operation and mode
transitions to achieve activity goals. Relations define
sequencing and control between activities and connect
devices with device-controlling activities.

Operations models are designed to support operation
analysis with procedure models. These models are
designed to support analysis of plans and procedures for
nominal or off-nominal operation. The procedure
modeling elements are designed for reuse by intelligent
replanning software, and for compatibility with functional
modeling in systems engineering.

Model Development & Integration Capabilities
and Approach

CONFIG provides intelligent automation to support
nonprogrammer and nonspecialist use and understanding.
CONFIG embeds object-oriented model libraries in an
easy-to-use tool kit with interactive graphics and
automatic programming.

CONFIG provides extensive support for three
separable yet tightly integrated phases of user operation
during a modeling session: Library Design, Model
Building. and Simulation and Analysis. This includes a
graphical user intertace for automated support of
modeling during each of the phases including the
development of object-oriented library element classes or
templates, the construction ot models from these library
items, model inspection and verification, and running
simulations and analyses.

The integration of the phases enables an incremental
approach to the modeling process. Lessons learned from
analyses can be repeatedly and rapidly incorporated by
the user into an initially simple model. Support for these
phases as separate user activities fosters the achievement
of concurrent engineering goals. Different users can
define library elements, build models, and analyze models
at different times depending on area of expertise and
availability of resources. Support for the model building
phases spans all types of modeling that can be performed
in CONFIG, including component structure, behavior and
flow, and activity goals and structure.

Hosting

CONFIG is implemented in software that is portable
to most Unix workstations. The Common LISP Object
System (CLOS) is a highly standardized language. with
compilers for most of the commonly available
workstations. The user interface was implemented using
the Common LISP Interface Manager (CLIM), another
standardized tool built on CLOS.

Conclusions

CONFIG is designed to model many types of systems
in which discrete and continuous processes occur. The
CONFIG 2 prototype was used to model and analyze (1) a
simple two-phase thermal control system based on a
Space Station prototype thermal bus. (2) a reconfigurable
computer network with alternate communications
protocols, and (3) Space Shuttle remote manipulator
system latching and deployment subsystems.” The core
ideas of CONFIG have been patented.* CONFIG 3 has
added capabilities for graph analysis and for modeling
operations and procedures.

The CONFIG prototype demonstrates advanced
integrated modeling, simulation, and analysis to support
integrated and coordinated engineering. CONFIG
supports gqualitative and symbolic modeling, for early
conceptual design. System models are component
structure models with operating modes. with embedded
time-related behavior models. CONFIG supports tailure
modeling and modeling of state or contiguration changes
that result in dynamic changes in dependencies among
components. Operations and procedure models are
activity structure models that interact with system models.
The models support simulation and analysis both of
monitoring and diagnosis systems and of operation itself.
CONFIG is designed to support evaluation of system
operability, diagnosability, and fault tolerance. It also
provides analysis of the development of system eftects of
problems over time, including faults, failures, and
procedural or environmental difficulties.
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Costmodeler 1.0
An Automated Software Development Cost Estimation Tool

G. Bernie Roush and Robert G. Phillips*
Johnson Space Center/PT
*MITRE

Introduction

The cost of developing computer software continues
to consume an increasing portion of many organizations’
total budgets, both in the public and private sector. The
capability to produce reliable estimates of the effort and
schedule required to develop a candidate software product
becomes more important as this trend develops. The
program called COSTMODELER (CM) was developed to
provide an in-house capability to perform development
cost estimates for NASA software projects. CM is an
automated software development cost estimation tool
which incorporates a generalized cost model template
based upon five accepted cost estimation algorithms,
including the latest models for Ada development and
incrementally developed projects. The principal
characteristic that sets CM apart from the other software
cost estimation programs is that it uses a model template
that supports multiple user-configurable models rather
than a single model definition. New models can be
designed within the template, and all of the models can be
recali-brated and redesigned to better reflect an
organization’s known productivity data and development
environment. Careful use of the capabilities in CM can
significantly reduce the risk of cost overruns and failed
projects.

Problem Statement/Description

Several commercial software cost estimation tools
are presently avatlable. However, their cost makes them
most appropriate for use in central cost analysis offices as
opposed to being distributed to a fairly large number of
middle managers. NASA management therefore decided
to initiate the development of an in-house tool that would
contain multiple estimating models, could be freely
distributed within the agency, and could be completely
customized to adapt to the changing NASA software
development environment. This tool would also be
sufficiently user friendiy that it would be useful to people
who were not protessional cost analysts without requiring
tormal user training.

The original program, called COSTMODL, was
developed in 1986. It provided several distinct models for
performing software development cost analysis. This
program has enjoyed broad acceptance within the
software cost estimation community. [t is currently being
used at more than 400 installations throughout the
aerospace community, government agencies, DOD, and
academia. It 1s a principal estimating tool in use at NATO
headquarters in Brussels. It is also being used as a

teaching tool at several universities, and was recently
selected as the best overall implementation of the
Constructive Cost Model (COCOMO) in a competitive
evaluation conducted by MIT's Sloan School of
Management. COCOMO is a set of several widely used
software costing models originally developed by Dr.
Barry Boehm in 1981. COSTMODL is also being
distributed to the students and staff at the Defense
Systems Management College. This distribution channel
results in COSTMODL being introduced to
approximately 300 organizations per year throughout
DOD.

Program Description

While the individual models in COSTMODL could
be calibrated in a limited fashion, they could not be
significantly modified. Also, the code had become
obsolete in terms of data manipulation and storage. user
interface, and maintainability. There were a number of
changes needed in COSTMODL that were determined
over the course of five years of user support for the old
tool. Most importantly, better support for using the
estimate throughout the actual development life cycle to
monitor progress was desired. This capability would
provide incentive for project managers to collect actual
development cost data that could be used to better
calibrate existing models and develop new models if
needed.

To incorporate these needed changes and to better
provide for future enhancements, it was decided to
completely re-engineer the old tool. Since the new tool
was to be a complete replacement, rather than simply an
upgrade, the name was changed to CM.

Results

During the 1993 fiscal year, the new program was
completely designed, implemented, and tested.
Distribution began in October. 1993. The final products
were the CM program itself, a users manual, and a
technical manual. CM was written in object-oriented
Pascal and runs on IBM PCs and compatibles. This
platform was chosen because this class of computers is
most widely used by managers and project leaders
throughout NASA. CM contains many significant
features and capabilities, which are discussed following.

CM uses model templates to define the estimation
models. Each model consists of five parts: the basic
effort and schedule equations, the cost driver definitions,
the life cycle definition, the function point sizing
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definitions, and the language definitions. These various
parts can be recombined to form new models, and new
parts can be created as desired. CM is shipped with
several standard models, including the four most com-
monly used COCOMO models, a model developed at JSC
called KISS, and a COCOMO variant developed by the
Air Force called REVIC.

Each estimate can be decomposed into a hierarchy of
subcomponents to any desired level of detail. The user
can navigate the potentially complex project structure
using a graphic structure browser. Extensive use of
default values at all levels ensures data consistency and
minimizes user inputs.

An incremental development model gives a flexible
mechanism for producing estimates for projects that
consist of a series of sub-projects, each with its own
deliverable.

The subcomponent sizes and cost driver values for
each subcomponent can each be defined using a normal,
beta, or uniform distribution. These ranges of uncertainty
can be used in a Monte Carlo simulation to determine the
total uncertainty in project size, effort, and schedule.

Actual project data can be imported and automatic-
ally compared with the estimated values to determine
where the actual and estimated values have deviated. The
estimate can then be revised to better fit the actual, and
reasons for the discrepancy can be investigated.

Extensive annotation capabilities can be used to des-
cribe all model parts and all components in an estimate.
This can be used to document all decisions, sources of
information, etc., used to produce the estimates.

A complete data management and protection system
provides support for multiple users and password
protection. Multiple versions of an estimate can be

created and managed to provide estimates using different
scenarios or a time sequence of estimates.

A sophisticated graphical user interface provided
many tools for greater productivity, such as context-
sensitive hypertext help, on-screen graphs, and reports.
Complete reporting capabilities provide access to all data
in the system.

Future Plans

CM has already received very favorable reviews from
the user community. Future work will emphasize training
and user support to maximize the possible benefits.
Future plans for CM include developing training material
and providing support for cost estimation at JSC. In
particular, there are plans to support the software metrics
work in other NASA organizations by providing an
interface mechanism between other metrics tools and CM.
There are several enhancements to CM being considered,
including automated model calibration, enhanced printing
capabilities, and enhanced import/export capabilities. If
there is a need within NASA, the work may also include
porting the tool to UNIX, Windows, and/or Macintosh
platforms.
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An Electronic Document Viewing System
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Figure 1. The HyperMan System.
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well as speeding up the data access rate. They enable
pertinent documents to have relationships and allow the
user to explore information naturally through non-linear
links. In addition, HyperMan is designed for ease of use
and minimum training requirement. It provides hyper-
media capabilities for the user without imposing
hypermedia theory and skill requirements. HyperMan
supports many of the traditional pencil and paper tools for
annotation, such as electronic notepads, highlight markers
and bookmarks. These capabilities are essential for the
flight controllers to perform their normal duties. Figure 1
depicts some basic functions of HyperMan viewer.
HyperMan can currently import ProWrite and Microsoft
Word documents. HyperMan automatically creates the
table of contents and navigational links for direct access

to sections, figures and keywords. Presently, HyperMan
is being used as the on-line training manual for the
SpaceHab Intelligent Familiarization Trainer (SHIFT).

The original intent of this project is to support the use
of electronic document viewing for rapid access of infor-
mation in the Mission Control Center environment. The
HyperMan system is being extended to be used in the
office environment, to support heterogeneous platforms,
to be able to import various document formats, and to
eventually support wide area networking capability. New
features such as shared and persistent annotations across
different versions of a document are being added. Based
on the object modeling technique (OMT) and object-
oriented design, the system can further be extended 1o
provide multimedia capabilities.
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Failure Environment Analysis Tool Applications

Ginger L. Pack and David B. Wadsworth*
Johnson Space Center
*Lockheed

Abstract

Understanding risks and avoiding failure are daily
concerns for the women and men of NASA. Although
NASA’s mission propels us to push the limits of technol-
ogy, and though the risks are considerable, the NASA
community has instilled within it the determination to pre-
serve the integrity of the systems upon which our mission
and our employees’ lives and well-being depend. One of
the ways this is being done is by expanding and improv-
ing the tools used to perform risk assessment. The failure
environment analysis tool (FEAT) was developed to help
engineers and analysts more thoroughly and reliably con-
duct risk assessment and failure analysis. FEAT accom-
plishes this by providing answers to questions regarding
what might have caused a particular failure; or, con-
versely, what effect the occurrence of a failure might have
on an entire system. Additionally, FEAT can determine
what common causes could have resulted in other combi-
nations of failures. FEAT will even help determine the
vulnerability of a system to failures, in light of reduced
capability. FEAT also is useful in training personnel who
must develop an understanding of particular systems.
FEAT facilitates training on system behavior by provid-
ing an automated environment in which to conduct “what-
it evaluation. These types of analyses make FEAT a
valuable tool for engineers and operations personnel in
the design, analysis, and operation of NASA space
systems.

Introduction

FEAT was developed as part of an effort to find ways
to better identify and understand potential failures that
threaten the integrity of NASA systems. Past and current
methods of failure assessment consist of developing often
enormous amounts of documentation in the form of fail-
ure mode effect analysis (FMEA) worksheets. Engineers
create these worksheets by attempting to exhaustively
enumerate potential system failures and consequences.
Hazards analysis is performed in a similar manner;
experts are gathered together and are asked to brainstorm
about the hazardous manifestations of various failures.
System knowledge and experience are necessary for
ensuring the comprehensiveness of this approach.
However, there are troubling drawbacks to this technique.
First, it is ditficult to anticipate every scenario. Analysis
is also inherently constrained by the limits of actual
experience. Further, such methods lack consistency and
do not enforce a standard level of coverage. Although
there is certainly much to be credited to knowledge
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acquired through experience, it is not sufficient to avoid
unanticipated interactions which may lead unexpectedly
to undesirable consequences. As many industries have
learned, experience sometimes comes at too high a cost.
NASA has been looking for better ways to anticipate
failure and for tools to assist in “designing out” potential
problems. FEAT was developed to address this problem.

Technical Approach

FEAT is a software application that uses directed
graphs (digraphs) to analyze failure paths and failure
event propagation. The behavior of the systems to be
analyzed is represented as a digraph. Then, the digraph
model of the system is used by FEAT to answer questions
concerning the cause and effects of events which are
captured in the model. Therefore, the first step in using
FEAT is to create the digraph model of the system in
which one is interested. Once FEAT has analyzed the
digraph, it has the information it needs to perform cause
and effect analysis.

What Are Digraphs?

Directed graphs are graphs that consist of a set of
vertices and a set of edges, where there is an edge from
one vertex a to another vertex b. The vertices are drawn
as circles and the edges are drawn as arrows. The direc-
tion of the arrows indicates a causal relationship between
the vertices (fig. 1). The vertex from which the edge
begins is called its source, and the vertex at which the
edge terminates is called its target. Direct graph theory is
an accepted and established area of mathematical study.
Therefore we will only introduce it in this paper to the
extent necessary for an understanding of how it is used in
FEAT. The interested reader may find further
information by consulting the literature.

e

Figure 1. Direction of arrows indicates causal
relationship between vertices.

The structure of the digraph can be represented by a
matrix, and consequently can be easily implemented in a
computer. The conversion from digraph to matrix is
straightforward and is illustrated below in figure 2. This
matrix is called the adjacency matrix', and is the basis
from which other information about the graph can be
derived. The matrix of the graph is obtained by entering
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either zero or one, depending on whether or not an edge
connects two vertices. The presence of an edge from a to
b in figure 1 indicates an entry of one (1) into the
corresponding matrix entry. However, since there is no
edge from a to c, a zero (0) would be entered in the
corresponding matrix entry.

O o

coc o
coryo
o R on

Figure 2. Conversion from digraph to matrix.

Additional information can be added to the digraph
by applying logical operators to express conditional state-
ments. FEAT uses AND and OR operators to accomplish
its analysis. The AND operator is represented on the
graph as a vertical bar with a horizontally placed arrow at
its center. An OR operator is simply two or more edges
whose target is the same vertex. Theses operators (fig. 3),
and their use in FEAT (figs. 4 & 5), are described below.

The “AND” gate is shown in figure 5. The AND
gate is used when both event A and event B must occur in
order for event C to occur. Conversely, if only event A
occurs or if only event B occurs, then event C does not
occur.

0

OR-GATE AND-GATE

Figure 3. FEAT theses operators.

Event A

Event C

Event B

Event A OR Event B causes Event C

Figure 4. FEAT OR operator.
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Event A
Event C
Event B
Event AAND Event B cause Event C

Figure 5. FEAT AND operator.

Analytical Capabilities

The reachability of an event refers to whether there
is a path by which other events in the digraph can be
reached. A given event is said to reach another, if the first
event can cause the second through some path of the
graph. Using the adjacency information derived from the
digraph, reachability can be computed for every event and
pair of events in the digraph. Analysis can be conducted
upstream or downstream from an event node. (References
2, 3, and 4 provide a much more detailed discussion of
digraphs and reachability.)
Reachability information allows FEAT to answer the
following questions about a modeled system:
¢ What happens to the system if “event A (and event B
and event C and ...)” occurs?

* What are the possible causes of “event A"?

* What common cause could account for the
simultaneous indication of numerous events?

= What is the susceptibility of the system to new events
given that one or more events has already occurred, or
the system has been reconfigured due, for example, to
maintenance?

Digraph Example

The following example demonstrates how a digraph
might be implemented for a light and switch. The digraph
provides a methodical way in which to express the topol-
ogy and behavior of a system. It is worth noting that the
digraph itself may have various constructions for the same
information contained in it, depending on who created it.
Different modelers may lay out the digraph differently.
However, for a properly constructed digraph, the same
information will be captured. In the following example
(figs. 6 & 7), power source A provides current to switch
A which connects to the bulb. Similarly, power source B
can energize the bulb.



Power )
SourceA Switch A
O Light Bulb
Power
Source B
g S | JO'_ Light Ground e
—— Switch B

— Power Source
Ground

Figure 6. Digraph model 1.

* It "Power Source A Fails™ or “Switch A Fails
Open™ then “Switch A Qutput Fails.™ This is an example
of OR logic and is shown in the digraph by the arrows
leading into “Switch A Qutput Fails.”

¢ It output from both switches A and B fail. then
they will cause the “"Power at Light Fails.”™ This logic
appears as an AND gate on the digraph (the vertical line).
In this case, the AND gate reflects redundancy designed
into a system.

Why Digraphs?

Directed graphs are useful because they visually
depict the logical topology and dependency relationships
of physical and conceptual systems and processes.
Because they capture causal eftects between events, they
can be used to describe system behavior. Directed graphs
are also easily converted into a matrix and, because of
this, can be readily analyzed in a computer. Creating and
laying out the digraph of a system also formalizes the
method of evaluation during the analytical process, and
provides a standard representation convention. Finally,
digraph analysis is mathematically sound, since methods
tor determining connectivity paths of the digraph vertices
can be mathematically proved.

Switch A Fails Open

Directed Graphs and FEAT

Digraph construction is facilitated by use of an editor
specifically designed for the task. Such an editor is incl-
uded in the FEAT package which consists of two pro-
grams: Digraph Editor and FEAT.

Digraph Editor The Digraph Editor facilitates con-
struction of the digraph model by allowing the user to
create event nodes, edges, and the logic operators, and to
connect and arrange them into a digraph. Event nodes
and edges are laid out and connected using the logic
operators. The pieces that make up a digraph are supplied
in a digraph toolbox from which items may be selected.
These items are placed on the screen and arranged to
produce the system digraph.

Other information is needed to complete the digraph
and to make it usable by FEAT. Event nodes have an
associated text block, which includes information that will
identify the event node to FEAT, describe the event for
the user, and relate the event to a drawing which contains
the component to which the event pertains. This informa-
tion is extracted from tables that the user creates. Digraph
Editor uses the tables to automatically generate a mnemo-
nic reference that FEAT will use to identity the event.

Digraph Editor also provides a number of tools for
validating and verifying the model as it is being
developed. Digraph Editor will check tables for duplicate
entries, check nodes for incorrect form, and determine
whether a selected node has a duplicate in the digraph.
Digraph Editor also contains an algorithm that allows the
user to analyze small or incomplete digraphs while still in
the editor. Once the digraph is completed and the paths in
it are analyzed, FEAT can return answers to questions
regarding the behavior of the modeled system.

Currently, digraph models are created manually by
selecting and arranging digraph components; the modeler
must interpret drawings and other sources of information
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Power Source
B Fails

O———
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Output Fails
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Light Fails
Power at Light
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Switch B
Output Fails
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Figure 7. Digraph model 2.
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to generate the digraphs. This is a laborious task. Conse-
quently, efforts are under way to develop methods to
automatically translate schematics and drawings into
corresponding digraph models.

Digraph Editor is currently only available for the
Macintosh Il class of computer.

FEAT

FEAT is the portion of the package that analyzes
single or multiple digraphs, and graphically displays
causes and effects of events. Propagation results are
shown both on the digraphs and on another associated
graphical representation, such as a schematic or block
diagram. FEAT uses a multi-step algorithm, described in
reference 2, to compute reachability for each event and
pair of events in the digraphs. Events are identified to
FEAT through the mnemonic that is generated by Digraph
Editor. Queries about the behavior of the system are
made by selecting events and telling FEAT to return all of
the causes of that event (targeting), or by telling FEAT to
return all of the effects of that event (sourcing). FEAT
displays all of the single events, and all pairs of events
that may cause a selected event. Multiple events may also
be selected and analyzed. FEAT allows some events to
be temporarily removed from the analysis so that answers
can be obtained about a reconfigured system.

FEAT also contains a feature which allows users to
attach to a schematic, formatted database information and
graphics. In this way, component descriptions, parts lists,
drawings, etc. may be displayed in conjunction with a
schematic.

One of the major advantages of FEAT, as discussed
in reference 2, is that it allows the analysis of very large
systems. Large systems can be digraphed by creating and
connecting a series of smaller digraphs. FEAT under-
stands when propagation occurs across the digraphs.

Planned enhancements to FEAT include the follow-
ing: increasing the speed with which reachability is com-
puted by improving FEAT’s computational algorithm;
provision of a method for computing and displaying
probabilities of events occurring; and computation and
display of the time it takes for an event to propagate
through the graph.

FEAT is currently available for the Macintosh 11
class of computer and for UNIX/X-Windows/OSF-Motif
systems. No programming skill is required to use FEAT,
but a course in digraph modeling is quite helpful in
learning how to construct system models.

Digraphs at NASA
Why NASA Chose Digraphs
NASA’s interest in digraphs began as part of the

Shuttle Integrated Risk Assessment (SIRA) Project.
SIRA was initiated in the wake of the Challenger acci-
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dent, in an effort to find better ways of assessing risk and
preventing failure. Digraphs support such analysis by
providing end-to-end cause and effect analysis of mod-
eled systems. Digraphs also provide a standard and
methodical approach for conducting safety analysis and
risk assessment. Digraphs capture information in an
easily retrievable format, and facilitate the transfer of
design information. FEAT takes advantage of these
characteristics in a way that aids engineers and analysts
with design, assists safety engineers with risk assessment,
and promotes understanding of system behavior, thereby
making FEAT a good tool for training inexperienced
persons.

What Has Been Done at NASA?

The first system to which digraph analysis was app-
lied was the Space Shuttle Main Engine System (SSME).
Since then, acceptance of digraphs and the use